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Abstract—Web service composition (WSC) is the task of combining a chain of connected single services together to create a more

complex and value-added composite service. Quality of service (QoS) has been mostly applied to represent nonfunctional properties of

web services and differentiate those with the same functionality. Many research has been done on QoS-aware service composition, as

it significantly affects the quality of a composite service. However, existing methods are restricted to predefined workflows, which can

incur a couple of limitations, including the lack of guarantee for the optimality on overall QoS and for the completeness of finding a

composite service solution. In this paper, instead of predefining a workflow model for service composition, we propose a novel

planning-based approach that can automatically convert a QoS-aware composition task to a planning problem with temporal and

numerical features. Furthermore, we use state-of-the-art planners, including an existing one and a self-developed one, to handle

complex temporal planning problems with logical reasoning and numerical optimization. Our approach can find a composite service

graph with the optimal overall QoS value while satisfying multiple global QoS constraints. We implement a prototype system and

conduct extensive experiments on large web service repositories. The experimental results show that our proposed approach largely

outperforms existing ones in terms of solution quality and is efficient enough for practical deployment.

Index Terms—WSC, QoS, automated planning, temporal reasoning, numerical optimization
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1 INTRODUCTION

WEB services are modular, self-describing, self-con-
tained, platform-independent software components

that can be published by service providers over the
Internet. Since web services became available, many
organizations prefer to only keep their principal business,
but outsource other application services over the Internet
[1]. Web service composition (WSC) has been widely
applied, allowing construction and sharing of independent
and autonomous software [2]. As the number of web
services proliferates, automated WSC is motivated by the
need to improve the effectiveness and efficiency of
integrating services [3].

WSC is the task of combining a set of single web
services together to create a more complex, value-added
and cross-organizational business process. WSC requires a
computer program to automatically select, integrate, and
invoke multiple web services to achieve a user-defined

objective [3]. For those web services providing the same
functionality, quality of service (QoS) has been mostly
applied to represent their nonfunctional properties and
differentiate them for service composition. QoS is a broad
concept that encompasses a group of nonfunctional
properties, such as execution price, execution duration,
availability, execution success rate, and reputation [4].
Given a set of multiple global QoS constraints and user
preferences, the challenge is how to efficiently construct a
composite service such that its overall QoS is optimal,
while all the QoS constraints are satisfied.

Existing QoS-aware WSC approaches fall short on
finding solutions with globally optimal QoS, because it is
a very difficult optimization problem with logical reason-
ing, discrete decisions, temporal constraints, and numerical
optimization. In particular, when the number of web
services becomes large, there is a huge search space. As a
result, most existing QoS-aware WSC methods are re-
stricted to predefined workflows [4], [5], [6], [7], [8], [9].
That is, it has a predefined workflow model to support
service selection, as the one shown in Fig. 1. A predefined
workflow consists of a set of tasks. For each task, it
corresponds to a group of candidate web services so that
each of them can perform the task. Fig. 2 illustrates the
candidate services for a workflow model with p tasks. Since
these conventional approaches are based on predefined
workflows, their search space is reduced to a smaller one,
which results in two limitations. One is that they cannot
make sure its overall QoS is optimal, considering other
workflows. Another is that these approaches do not
guarantee finding a solution satisfying the global QoS
constraints for a composition task, even if there exists one
under a different workflow.

Automated planning has been a popular method for
WSC [10], [11], [12], [13], [14], [15], [16], [17], [18], [19].
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However, these approaches only try to find a composite
service satisfying the functionality requirement, but do not
consider QoS at all.

To address the above issues, we propose a novel
planning-based approach to WSC with QoS optimization.
One can specify multiple global QoS constraints and user
preferences, and our method finds a composite service that
optimizes the overall QoS, while satisfying those specified
global QoS constraints.

Instead of predefining a workflow composition model for
the selection of web services, our approach transforms a
composition task with multiple global QoS constraints and
preferences to a planning problem with temporal and
numeric features. We leverage advances in temporal numer-
ical planning to optimally and efficiently solve the resulting
planning problems by our temporally numeric planner.

Our new approach has several advantages. It ensures
that a composition solution can be found if one exists,
while existing work may not when no solution within a
predefined workflow satisfies global QoS constraints.
Furthermore, our new approach can optimize the QoS,
while conventional approaches only find the optimal QoS
under a predefined workflow, which may not be globally
optimal. The experimental results show that, our approach
significantly extends the capability of prior work by
ensuring global satisfiability and optimality without assum-
ing a predefined workflow. The drawback of our approach
is in its computational cost for a composition task. However,
although our approach is slower than existing approaches, it
can solve large instances in a few seconds and is still fast
enough for practical deployment, thanks to efficient search
engines in state-of-the-art automated planners.

2 RELATED WORK

2.1 QoS-Aware WSC

Conventional QoS-aware WSC approaches can be classified
into the following five categories, all of which assume a
predefined workflow, which constrains their solution space.
As a result, they are not globally complete or optimal.

. Exhaustive search. This approach [8] tries to enumer-
ate all possible combinations by using candidate
web services for each task. As a consequence, a
composite service with the optimal QoS value for a
predefined workflow model can be selected, if one
exists and satisfies all global QoS constraints.
However, the time complexity of this approach is
high, i.e., OðmpÞ, where m and p are, respectively, the
maximum number of candidate services for a task
and the number of tasks in a workflow.

. Local optimization. This is a locally optimal QoS
service selection process [4] for WSC. A QoS vector
is used to represent QoS of each service and a

multiple criteria decision-making (MCDM) process
[2], [8] is applied to calculate QoS value of a service,
using the weights assigned by a user to each QoS
criterion. For each task in a workflow, the service
with the optimal QoS value is selected from its
candidate service group, as shown in Fig. 2.
Although this approach is locally optimal and
efficient with a low time complexity of Oðm � pÞ, it
does not guarantee to satisfy global QoS constraints.

. Integer programming. Since high complexity makes
exhaustive search impractical in real applications
and local optimization does not take global QoS
constraints into account, Zeng et al. [4] proposed a
method based on integer programming (IP). Based
on a predefined workflow model, it transforms a
QoS-aware WSC problem to an IP problem. An IP
solver is then used to find a solution.

. Approximative algorithm. To decrease the time com-
plexity, Zhang et al. [7] model the QoS-aware
WSC problem as a multidimensional multichoice
knapsack problem. It still requires a predefined
workflow. Although it is an NP-complete problem, a
heuristic algorithm can be used. An approximative
algorithm of constructing the convex hull of related
points [7] was applied to generate a composite
service with a suboptimal QoS value.

. Situation calculus and Golog. Considering rich user
preferences as a key component, McIlraith’s group
proposed two ways of automated WSC with users’
customized preferences [3], [20]. They first proposed
a means of performing automated WSC by exploit-
ing the agent programming language Golog to
represent generic procedures and a first-order
preference language to represent qualitative tempor-
al user preferences [20]. Subsequently, a middle-
ground execution engine [3] has been presented to
generate high-quality compositions based on a
hierarchical task network (HTN) WSC system,
HTNWSC-P [21], which recursively decomposes a
composition task into subtasks, and stops when it
reaches primitive tasks that can be performed
directly by planning operators.

In addition to above hard QoS contracts and user

preferences of WSC, Rosario et al. [22] argued that users

would find it very natural to “soften” contracts so that

probabilistic QoS and soft contracts should be taken for

transaction-based web service orchestration.

2.2 Planning-Based WSC

For automated WSC, some approaches use AI search

techniques to find a composition solution, such as heuristic
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Fig. 1. A predefined workflow model for a WSC. It consists of eight
business process tasks.

Fig. 2. The candidate services for a composite service workflow model
containing p tasks. Each task tið1 � i � pÞ corresponds to a set of
candidate services Ti.



forward and regression search [13], [16] and planning graph

construction [14]. Rahmani et al. [23] proposed a novel

backward search algorithm for automatically directing the

composition process of web services. Although it considers

nonfunctional user preferences for optimizing quality of

WSC, multiple hard global QoS constraints are not taken

into account when finding a composition solution. Based on

an aggregated metric proposed by Blanco et al. [24] to

estimate quality of service composition, two algorithms

called DP-BF and PT-SAM are presented to select the best

compositions, respectively. DP-BF combines a best first

strategy with a dynamic programming technique and PT-

SAM adapts a Petri net unfolding algorithm trying to find a

desired marking from an initial state. By extending colored

Petri net (CPN) formalism, Cardinale et al. [25] presented a

CPN transactional web service selection (CPN-TWS) algo-

rithm to address the issue of selecting and composing

web services, considering functional and QoS requirements

combined with transactional properties. The result is a CPN

corresponding to a transactional composite service whose

components locally optimize the QoS. For composition-

oriented discovery of web services, an extensive matchmak-

ing algorithm called service aggregation matchmaking

(SAM) [26] features a more flexible matching by accounting

for service composition.
There are also some composition approaches, where

automated planners have been applied to select web

services in real applications [27], [28] [29], [30] [31], [32],

[33] for building operational business processes. The service

composition planner OWLS-XPlan [27], [28] has been

applied in an agent-based mobile eHealth system for

emergency medical assistance (EMA) tasks. Another im-

portant application area for automated planner is the

creation of new processes in business process management

(BPM) at the SAP corporation. In this application [29], [30],

a status and action management (SAM) model was

developed to employ planning in a real-time BPM process

modeling environment, SAP NetWeaver platform. O-Plan

[31], [32], another automated planner, is used in a wide

variety of WSC applications [32], [33], including air

campaign planning, noncombatant evacuation operations,

and biological pathway discovery.

3 PROBLEM FORMULATION

In this section, we first focus on the understanding of QoS-

aware service composition problem by a set of formal

definitions, and then clearly demonstrate what a composi-

tion solution is to a QoS-aware WSC problem.

Definition 1 (Web Service). A web service w consists of a

finite set of operations, denoted as w ¼ fop1; op2; . . .g, where

each op 2 w, it is a three-tuple ðI; O;QÞ, where I ¼ fI1;

I2; . . .g is a set of input interface parameters, O ¼
fO1; O2; . . .g is a set of output interface parameters, Q ¼
ðQ1; Q2; . . .Þ is a set of QoS values for a group of QoS

criteria fq1; q2; . . .g. We use op:I, op:O, and QðopÞ to denote

I, O, and Q in op, respectively.

Each web service plays a role that can perform a set of
operations. A web service repository is a set of disjoint
services. We denote it as W ¼ fw1; w2; . . .g.
Definition 2 (Functionality Request). A user’s functionality

request, r, is a two-tuple ðrin; routÞ, where rin ¼ fr1
in; r

2
in; . . .g

is an interface parameter set provided as request inputs, and
rout ¼ fr1

out; r
2
out; . . .g is a goal specification provided as

desired results.

A functionality request ðrin; routÞ is specified by a user
who provides a set of input parameters as request condition
and goal facts as desired results.

QoS criteria can be divided into two categories: positive
and negative. Positive QoS criteria denote better quality
with higher values, while negative ones correspond to
lower quality with higher values. Based on widely used
QoS criteria [4], [34], we use a QoS vector QðopÞ to represent
QoS values of each operation op.

QðopÞ ¼ ðqpriceðopÞ; qtimeðopÞ; qsuccðopÞ; qavailðopÞ; qrepðopÞÞ;

where it models the values of a group of QoS criteria
{execution price, execution time, probability of success,
availability, reputation} in an operation op.

Definition 3 (Global QoS Constraints). Given a group of
QoS criteria fq1; q2; . . .g, global QoS constraints, denoted as
C, are a set of QoS values ðc1; c2; . . .Þ. Each ci 2 C is a lower
bound on a positive QoS criterion qi or an upper bound on a
negative QoS criterion qi.

Each global QoS constraint in C is used to restrict on its
corresponding QoS criterion as global QoS value of a
composite service.

Definition 4 (User Preferences). Given a group of QoS criteria
fq1; q2; . . .g, user preferences, denoted as P , are a set of QoS
weights ðp1; p2; . . .Þ. Each pi 2 P , it denotes a user’s
preference on the QoS criterion qi. The preferences must
satisfy

PjP j
i¼1 pi ¼ 1, and 0 � pi � 1.

For a user preference in P , it denotes a bias on its
corresponding QoS criterion by a user.

Given a set of services, a functionality request, a set of
global QoS constraints and preferences, we define the
problem of QoS-aware service composition as below.

Definition 5 (QoS-Aware WSC Problem). A QoS-aware
WSC problem, denoted as Q-WSC, is defined by ðW;C; P ;
rin; routÞ, where

1. W ¼ fw1; w2; . . .g is a web service repository,
2. C ¼ ðc1; c2; . . .Þ is a set of global QoS constraints,
3. P ¼ ðp1; p2; . . .Þ is a set of user preferences,
4. rin ¼ fr1

in; r
2
in; . . .g is an input parameter set, and

5. rout ¼ fr1
out; r

2
out; . . .g is a goal specification.

The above Q-WSC problem defines a composition
problem where a user can specify multiple global QoS
constraints, a set of user preferences, and a functionality
request based on a service repository.

Example 1. Consider a QoS-aware WSC problem ðW;C;
P ; rin; routÞ. For the service repository W , it has three
services fw1; w2; w3g, where w1 ¼ fop1; op2; op3g, w2 ¼
fop4; op5g and w3 ¼ fop6; op7; op8g. Table 1 shows all the
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operations in W , and their input and output parameters.
Table 2 shows five QoS criteria as well as their QoS
values for each operation in W . Assume that a user
submits C ¼ f240; 150; 0:40; 0:35; 3:8g as global QoS con-
straints on the five QoS criteria, as shown in Table 2.
Also, suppose that the user provides five QoS prefer-
ences P ¼ f0:25; 0:3; 0:15; 0:2; 0:1g. Finally, an input
parameters set rin ¼ fpar1; par2g and a goal specification
rout ¼ fpar17; par18; par19g are also specified as func-
tionality request.

Given a request r ¼ ðrin; routÞ, we need to find a
sequence of operations L ¼ ðop1; op2; . . . ; opmÞ from W ,
such that it satisfies the functionality request. We define
a service state as a set of input and/or output interface
parameters R ¼ fx1; x2; . . .g.
Definition 6 (Operation Applicability). Given an operation
op ¼ ðI; O;QÞ, it is applicable at a service state R if op:I � R.
We denote this as R� op.

The above definition describes the applicability of an
operation to a service state by checking whether input
requirements of the operation are subsumed in the state.

When an applicable operation op is applied to R, the
resulting service state R0 ¼ R� op is R0 ¼ R [ op:O, in
which the values of the parameters in op:O are set by
executing op. An operation sequence is an ordered list
L ¼ ðop1; op2; . . . ; opmÞ, where each element is an operation
op. Applying a sequence L to a service state R results in
R0 ¼ R� L ¼ ð� � � ððR� op1Þ � op2Þ � � � � opmÞ if every step
is applicable (otherwise R� L is undefined).

Definition 7 (Solution Satisfiability). Given two service
states X ¼ fx1; x2; . . .g, Y ¼ fy1; y2; . . .g and a set of services
W , if X � opi � � � � � opm � Y , 1 � i;m � jW j, we say
ðopi; . . . ; opmÞ is a solution sequence and denote this
satisfiability as ðopi � � � � � opmÞ / ðX ! Y Þ.

Solution satisfiability identifies the applicability of an
ordered sequence of operations from a service state.

Definition 8 (Composition Solution). Given a Q-WSC
problem ðW;C; P ; rin; routÞ, a composition solution to the

problem is a solution sequence, L� ¼ ðop1; . . . ; opmÞ, such that
ðop1 � � � � � opmÞ / ðrin ! routÞ is satisfiable.

Each composition solution corresponds to a composite
service graph, which reflects the invocation order of
operations including sequential and parallel ones between
two operations, as defined below.

Our objective is not to find any composition solution, but
the one that leads to the composite service graph with the
optimal global QoS. As to global constraints and QoS
optimization, we define composite service graph and then
discuss them in the subsequent section.

4 QoS MODEL

Given each operation op and its QoS values QðopÞ ¼
ðqpriceðopÞ; qtimeðopÞ; qsuccðopÞ; qavailðopÞ; qrepðopÞÞ, we now de-
fine composite service graph and its QoS model.

4.1 Composite Service QoS and Global Constraints

To describe global constraints and QoS optimization of a
composite service, we first define operation dependence
and composite service graph.

Definition 9 (Operation Dependence). Given a composition
solution,L� ¼ ðop1; op2; . . . ; opmÞ, an operation opj depends on
opi (denoted as opi 	 opj) if and only if i < j and there exists at
least one output interface parameterOk 2 opi:O, such that opi is
the last operation in op1; . . . ; opj
1 that satisfies Ok 2 opj:I.

Operation dependence describes the connectivity of two
operations during the invocation. Based on the operation
dependence relationship, the composite service graph is
defined as follows:

Definition 10 (Composite Service Graph). Given a composi-
tion solution, L� ¼ ðop1; op2; . . . ; opmÞ, its composite service
graph is a directed acyclic graph G ¼ ðV ;EÞ, such that V ¼
L� and there is an edge ðopi; opjÞ 2 E if and only if opi 	 opj.

A composite service graph G describes an execution
process that provides the partial orders among the opera-
tions in L�. For example, Fig. 3 illustrates an example of a
composite service graph G, including 8 operations and
11 operation dependences.

Given a G and a group of global QoS constraints C ¼
ðc�ðpriceÞ; c�ðtimeÞ; c�ðsuccÞ; c�ðavailÞ; c�ðrepÞÞ on {execution
price, execution time, probability of success, availability,
reputation}, the QoS value of G on each criterion and its
global constraint are as follows:
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TABLE 1
Input and Output Parameters of Each Operation

Column “Service” denotes the web service that an operation belongs to.
Columns “op.I” and “op.O” are input and output parameters set.

TABLE 2
The QoS Values of Each Operation Shown in Table 1



. Execution price. Given a composite service graph G,
its execution price QpriceðGÞ is the sum of execution
prices of all the operations in G. Taking the given
global QoS constraint c�ðpriceÞ as its upper bound,
we have an inequality for the global constraint:

XN
i¼1

qpriceðopiÞ � c�ðpriceÞ; ð1Þ

where N is the number of operations in G.
. Execution time. Given a composite service graph G,

its execution time QtimeðGÞ depends on the max-
imum span of execution time of operations in G. It
is determined by a directed acyclic path starting
from an initial state and ending at a goal state,
called critical operation path, which consists of a
subset of operations in G such that the sum of their
execution time is maximized. That is, it is computed
by the expression:

QtimeðGÞ ¼
X

opi2CP
qtimeðopiÞ;

where qtimeðopiÞ is the execution time of opi, and opi
is an operation in the critical operation path CP .
For example, Table 2 shows the execution time of
each operation in Fig. 3. The critical operation path
in Fig. 3 corresponds to CP ¼ fop1; op3; op4; op5;
op7; op8g. Based on the given c�ðtimeÞ as its upper
bound, the global constraint on execution time is:

X
opi2CP

qtimeðopiÞ � c�ðtimeÞ: ð2Þ

. Probability of success. Given a composite service
graph G, its probability of success QsuccðGÞ is the
product of probability of success of all the operations
in G. Using c�ðsuccÞ as a lower bound, we have
global constraint on probability of success:

YN
i¼1

qsuccðopiÞ � c�ðsuccÞ:

Since the above inequality is a nonlinear one that
cannot be easily handled by AI planners, we trans-
form it into a linear global constraint as follows:

log1
2

YN
i¼1

qsuccðopiÞ � log1
2
c�ðsuccÞ;

or equivalently,

XN
i¼1

log1
2
qsuccðopiÞ � log1

2
c�ðsuccÞ: ð3Þ

. Availability. Given a composite service graph G, its
availability QavailðGÞ is the product of availability of
all the operations in G. Taking c�ðavailÞ as its lower
bound, the global constraint on availability is

YN
i¼1

qavailðopiÞ � c�ðavailÞ:

Similarly, we transform it into a linear constraint:

XN
i¼1

log1
2
qavailðopiÞ � log1

2
c�ðavailÞ: ð4Þ

. Reputation. Given a composite service graph G, its
reputation QrepðGÞ is the average reputation of all
the operations in G. Using c�ðrepÞ as its lower bound,
the global constraint on reputation is

PN
i¼1 qrepðopiÞ

N
� c�ðrepÞ: ð5Þ

Notice that we calculate the reputation of a
composite service graph G by the mean of compo-
nents. However, reputation is a very subjective term
and can be evaluated by multiple rating standards.
Another possibility is to use the minimal function
min() among a group of operations. Our approach
can still be applied with this choice.

Example 2. Consider the composite service graph G in
Fig. 3. Table 2 shows QoS values of each operation.
Reconsider the five global QoS constraints in Example 1,
where c�ðpriceÞ ¼ 240; c�ðtimeÞ ¼ 150; c�ðsuccÞ ¼ 0:40;
c�ðavailÞ ¼ 0:35 and c�ðrepÞ ¼ 3:8. The global constraints
on five QoS criteria in G are as follows:

1.
P8

i¼1 qpriceðopiÞ ¼ 233 � c�ðpriceÞ ¼ 240;
2.

P
opi2CP qtimeðopiÞ ¼ 141 � c�ðtimeÞ ¼ 150;

3.
P8

i¼1 log1
2
qsuccðopiÞ ¼ 1:253 � log1

2
c�ðsuccÞ ¼ 1:322;

4.
P8

i¼1 log1
2
qavailðopiÞ ¼ 1:328� log1

2
c�ðavailÞ ¼ 1:515;

and

5.

P8

i¼1
qrepðopiÞ
8 ¼ 4:013 � c�ðrepÞ ¼ 3:8.

After checking above global constraints on five QoS
criteria, G satisfies the given global QoS constraints.

4.2 QoS Normalization and Graph Optimization

When calculating the QoS score of a single operation, we
adopted a weighted sum of values on QoS criteria. Since
they have different ranges, we first normalize the QoS
values to the range of [0, 1] before using them in the
weighted sum. QoS normalization applied to each opera-
tion is designed to avoid frequent case, where several high
scores on some QoS criteria in an operation reduce the
discrimination of those low scores on some other QoS
criteria within the same operation. Depending on the
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Fig. 3. A composite service graph consists of eight operations. Each
operation has a set of QoS values on their corresponding QoS criteria,
as shown in Table 2.



features of QoS criteria, normalization strategy is classified
for positive QoS criteria and negative ones.

For positive QoS criteria, such as probability of success,
availability, and reputation, we denote better quality by
higher values. Since our formulation is a minimization
problem, each positive QoS criterion, its QoS value of an
operation is normalized to

qji ¼
Qmax
i 
 qiðopjÞ
Qmax
i 
Qmin

i

; if Qmax
i 6¼ Qmin

i ;

1; otherwise;

8<
:

where qiðopjÞ and qji represent the QoS values on the ith QoS
criterion in opj before and after QoS normalization,
respectively. Qmax

i and Qmin
i are, respectively, the maximum

and minimum QoS values on the ith QoS criterion among
all the operations in a repository.

For negative QoS criteria, such as execution price and
execution time, we denote lower quality by higher values.
Each negative QoS criterion, we normalize its original QoS
value in an operation by

qji ¼
qiðopjÞ 
Qmin

i

Qmax
i 
Qmin

i

; if Qmax
i 6¼ Qmin

i ;

1; otherwise:

8<
:

We use a QoS vector Q0ðopÞ to represent the normalized
values of an operation op as

Q0ðopÞ ¼ ðq0priceðopÞ; q0timeðopÞ; q0succðopÞ; q0availðopÞ; q0repðopÞÞ:

Given a Q0ðopÞ, the overall QoS value qosðopÞ is
calculated by a weighted sum of Q0ðopÞ:

qosðopÞ ¼
Xn
i¼1

ðQ0ðopÞ½i� � piÞ;

where Q0ðopÞ½i� is the normalized value of op on the ith QoS
criterion, n is the number of QoS criteria in op, and pi is a
user’s preference on the ith QoS criterion. The weights
satisfy

Pn
i¼1 pi ¼ 1 and 0 � pi � 1.

Given a G, its QoS value QoSðGÞ is calculated by the sum
of the QoS values of all the operations in G.

QoSðGÞ ¼
XN
i¼1

qosðopiÞ:

Example 3. Reconsider the G illustrated in Fig. 3. We use
Table 2 as the original QoS of each operation. After QoS
normalization, Table 3 shows the normalized QoS
values. The user preferences on these five QoS criteria
are {0.25, 0.3, 0.15, 0.2, 0.1}, as shown in Example 1. The
QoS value of each operation can be calculated. For
example, the QoS of operation op1 is calculated by
qosðop1Þ ¼

P5
i¼1 Q

0ðop1Þ½i� � pi ¼ 0:308. As a result, the
QoS value of G in Fig. 3 is calculated by QoSðGÞ ¼P8

i¼1 qosðopiÞ ¼ 3:442.

To put all pieces together, the problem we solve is the
following. Given a Q-WSC problem ðW;C; P ; rin; routÞ
(Definition 5), our goal is to find a composite service graph
(Definition 10), G, such that it minimizes the overall QoS,

while functionality request ðrin; routÞ and all global QoS

constraints in C are satisfied. The objective function of the

Q-WSC problem is

arg min
G2Gs

QoSðGÞ; ð6Þ

where Gs represents all of the possible composite service

graphs to the Q-WSC problem.
To solve a given Q-WSC problem, we transform it into a

CSTE planning problem solved by our developed SCP

solver in the following.

5 QoS-AWARE SERVICE COMPOSITION USING

AUTOMATED PLANNING

We develop a planning-based approach to optimally solve

the Q-WSC problem. Fig. 4 illustrates an overview of

our approach. It has a couple of major steps: 1) Translate a

Q-WSC problem into a cost sensitive temporally expressive

(CSTE) planning problem [35], [36], [37], which is a numeric

planning problem with action duration and cost optimiza-

tion features. 2) Solve the CSTE planning problem by our

developed SAT-based cost planning (SCP) solver, which not

only takes logical reasoning and temporal planning into

account, but also optimizes overall QoS of a composite

service graph.
For a restricted class of Q-WSC problems where there are

no global QoS constraints on temporal restriction (e.g.,

execution time) and average-based constraint (e.g., reputa-

tion), we can also solve the planning problem using a

numeric planner (Metric-FF [38]).

5.1 CSTE Planning Problem

We first formally define the CSTE planning problem [35],

[36], [37] and CSTE action as follows:

Definition 11 (CSTE Planning Problem). A cost sensitive

temporally expressive planning problem is defined as

ðA;F; V ; s0; gÞ, where A is a set of CSTE actions, F is a set

of logical facts, V is a set of numeric variables, s0 is the initial

state, and g is a goal specification.

A CSTE planning problem describes a planning problem

with logical reasoning, temporal constraints planning, and

numerical optimization.
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TABLE 3
The Normalized QoS Values of Each Operation

The original QoS values of each operation are shown in Table 2.



Definition 12 (CSTE Action). A CSTE action a is defined by a
tuple ðpre; eff; �; �Þ, where

. preðaÞ is the action precondition that consists of a set
of numeric constraints based on numeric variables V
and a set of logical facts, each of which is an atomic
proposition f 2 F .

. effðaÞ is the action effect that consists of a set of
numeric effects based on V and a set of logical facts
from F .

. �ðaÞ is the action duration.

. �ðaÞ is the action cost.

A solution to a CSTE planning problem ðA;F; V ; s0; gÞ, is
a composite dependence graph G� ¼ ðV ;EÞ, which trans-
forms the initial state s0 to a goal state g�, such that all the
logical facts in g are subsumed in g�, i.e., g � g�. Moreover,
an optimal solution to a CSTE planning problem ðA;F;
V ; s0; gÞ minimizes the cost of all CSTE actions in G�,
denoted as min

P
ai2G� �ðaiÞ.

5.2 CSTE Planning Formulation of Q-WSC

Given a Q-WSC problem ðW;C; P ; rin; routÞ, we translate it
into a CSTE planning problem ðA;F; V ; s0; gÞ.

QoS numeric variables V. We divide V into four groups to
represent objective QoS value function, QoS numeric
constraints and numeric effects.

1. An objective QoS value variable V o. It represents
the overall QoS value by the costs of all the actions in
a CSTE planning state.

2. A set of QoS value variables V d. Each V d½i�, it
represents the sum of QoS values for the ith QoS
criterion in all the operations, which correspond to
the CSTE actions in a CSTE planning state.

3. A set of global QoS constraint variables V g. Each
V g½i�, it is transformed from the ith global QoS
constraint ci 2 C.

4. A set of user preference variables V w. Each
V w½i�, it represents preference pi 2 P on the ith
QoS criterion.

CSTE actions A. For each web service w 2W , we
transform each of its operation op ¼ ðI; O;QÞ into a CSTE
action a ¼ ðpre; eff; �; �Þ.

Precondition preðaÞ. As to the numeric constraints in
preðaÞ, we specify a QoS expression as an arithmetic
expression over V and the rational numbers with a set of
arithmetic operators fþ;
; �; =g. Then, by using this, we
define a QoS numeric constraint as follows.

Definition 13 (QoS Numeric Constraint). Given a set of V

and a QoS expression, a QoS numeric constraint is a triple

ðv; comp; expÞ, where v 2 V is a numeric variable, exp is a

QoS expression, and comp 2 f<;�; >;�g is a comparative

operator.

A QoS numeric constraint restricts a numeric variable v

to satisfy a QoS expression by a comparative operator. We

use a set of QoS numeric constraints for numeric repre-

sentation in preðaÞ.

1. For each input parameter Ii 2 op:I, we introduce a
precondition fact ðyes IiÞ in preðaÞ. Here, we
represent a precondition fact by a predicate
ðyes ?pÞ which indicates the availability of an input
or output parameter p in a CSTE planning state.

2. For each QoS value variable V d½i�, if it corresponds
to a negative QoS criterion by addition (e.g.,
execution price), we develop a QoS numeric con-
straint ðV g½i�;�; V d½i� þQðopÞ½i�Þ in preðaÞ; other-
wise, if it represents a positive QoS criterion by
product (e.g., probability of success, availability), we
introduce a QoS numeric constraint ðV g½i�;� ;
V d½i�þ log1

2
QðopÞ½i�Þ in preðaÞ.

Effect effðaÞ. For the numeric representation in effðaÞ,
we define a QoS numeric effect over a set of V and a QoS
expression.

Definition 14 (QoS Numeric Effect). Given a set of V and a

QoS expression, a QoS numeric effect is a triple ðv; ass; expÞ,
where v 2 V is a variable, ass 2 f:¼;þ¼g is an assignment

operator, and exp is a QoS expression.

A QoS numeric effect updates QoS value of a numeric
variable v by assigning or adding the value of a QoS
expression. This way, we use a set of QoS numeric effects to
represent the value changes of QoS numeric variables on
each QoS criterion in effðaÞ.

1. For each output parameter Oi 2 op:O, we introduce
an effect fact ðyes OiÞ in effðaÞ.

2. For each QoS value variable V d½i�, if it represents a
QoS criterion by addition or average (e.g., execution
price, reputation), we develop a QoS numeric effect
ðV d½i�;þ¼; QðopÞ½i�Þ in effðaÞ; otherwise, it is a QoS
criterion by product (e.g., probability of success,
availability), we introduce ðV d½i�;þ¼; log1

2
QðopÞ½i�Þ

in effðaÞ.
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Duration �ðaÞ. We set the duration of action a as the QoS
value of execution time in op. Assume that execution time is
the ith QoS criterion in op, we have �ðaÞ ¼ QðopÞ½i�.

Action cost �ðaÞ.

1. We set action cost by a weighted sum of normalized
QoS values of op. Thus, we have

�ðaÞ ¼
Xn
i¼1

ðQ0ðopÞ½i� � V w½i�Þ;

where n is the number of QoS criteria in op.
The weights satisfy

Pn
i¼1 V w½i� ¼ 1, where 0 �

V w½i� � 1.
2. For the objective QoS value variable V o, we increase

its QoS value by action cost �ðaÞ after the invocation
and execution of action a. So we introduce a QoS
numeric effect ðV o;þ¼; �ðaÞÞ in effðaÞ.

Facts F. The facts include all precondition and effect facts
by input and output parameters from every operation
op 2 w 2W . That is, for each Ii 2 op:I or Oi 2 op:O, we add
a fact ðyes IiÞ or ðyes OiÞ to the facts F .

Initial state s0. We set initial state s0 by the initial facts
and initial QoS values of the numeric variables V .

1. For each riin 2 rin, we add an initial fact ðyes riinÞ.
2. We set the objective QoS value variable V o as 0.
3. For each QoS value variable V d½i�, we set its initial

QoS value as 0.
4. For each QoS constraint variable V g½i�, if it is used

to restrict a QoS criterion by product (e.g., prob-
ability of success, availability), we set its initial
value as log1

2
C½i�; otherwise, its value is directly

initialized as C½i�.
5. For each user preference variable V w½i�, we directly

set its value as the corresponding preference in P .
That is, we set each V w½i� as user preference P ½i�.

Goal specification g. We set g as a set of goal facts. For each
goal parameter riout 2 rout, we add a goal fact ðyes rioutÞ in g.

Example 4. Reconsider the QoS-aware WSC problem
ðW;C; P ; rin; routÞ, as shown in Example 1. After Q-WSC
temporal planning translation, it is transformed into a
CSTE planning problem ðA;F; V ; s0; gÞ.

The QoS numeric variables V :

1. V o ¼ qos total;
2. V d ¼ ðprice d; time d; succ d; avail d; rep dÞ;
3. V g ¼ ðprice g; time g; succ g; avail g; rep gÞ; and
4. V w ¼ ðprice w; time w; succ w; avail w; rep wÞ.
After the translation, an operation in W is translated

to a CSTE action. We take the operation op1 as an
example, its corresponding CSTE action a1 is as follows:

For the precondition preða1Þ:

1. Precondition facts: fðyes par1Þ; ðyes par2Þg.
2. QoS numeric constraints:

fðprice g; �; price dþ 26Þ; ðsucc g;
�; succ dþ log1

2
0:85Þ; ðavail g;

�; avail dþ log1
2
0:93Þg:

For the effect effða1Þ:

1. Effect facts: fðyes par3Þ; ðyes par4Þg.
2. QoS numeric effects:

fðprice d;þ¼; 26Þ; ðsucc d;þ¼; log1
2
0:85Þ; ðavail d;

þ¼; log1
2
0:93Þ; ðrep d;þ¼; 4:6Þg:

For the action duration �ða1Þ:
It is the QoS value on execution time of the operation

op1, so we have �ða1Þ ¼ 15.
For the action cost �ða1Þ:

1. We set cost �ða1Þ as the QoS value of operation
op1. Thus, we have �ða1Þ ¼

P5
i¼1ðQ0ðopÞ½i� �

V w½i�Þ ¼ 0:308, where V w½i� equals with the
ith user preference P ½i�.

2. Add �ða1Þ to V o : fðqos total;þ¼; 0:308Þg.
After the translation, we get eight CSTE actions in

A ¼ fa1; a2; . . . ; a8g, each of which is transformed from
its corresponding operation in Example 1.

The facts F consists of all the atomic propositions by
input and output parameters of each operation. Thus, we
have F ¼ fðyes par1Þ; ðyes par2Þ; . . . ; ðyes par19Þg.

The initial state s0 consists of five parts:

1. Initial facts: fðyes par1Þ; ðyes par2Þg.
2. Initial objective QoS value: qos total ¼ 0.
3. Initial value on each QoS criterion: ðprice d ¼ 0,

time d ¼ 0, succ d ¼ 0, avail d ¼ 0, rep d ¼ 0Þ.
4. Global QoS constraints: ðprice g ¼ 240, time g ¼

150; succ g ¼ 1:322, avail g ¼ 1:515, rep g ¼ 3:8Þ.
5. User preferences: ðprice w ¼ 0:25, time w ¼ 0:3,

succ w ¼ 0:15, avail w ¼ 0:2, rep w ¼ 0:1Þ.
Finally, goal specification consists of a set of goal facts

by rout, so g ¼ fðyes par17Þ; ðyes par18Þ; ðyes par19Þg.

5.3 Time Complexity Analysis of CSTE Translation

The CSTE planning formulation of Q-WSC consists of a
CSTE domain and a CSTE problem. The former part models
each operation op 2 w in W as a CSTE action a 2 A. The
latter translates a functionality request ðrin; routÞ and QoS
requirements (C;P ) to an initial state so and a goal state g.

Since CSTE domain translation is dominated by the
conversion time from all of the operations in W to their
CSTE actions in A, its time complexity is calculated by
Oð
P

w2W
P

op2wððjop:Ij þ jV dj þ jop:Oj þ jV djÞ þ ðnþ 3ÞÞÞ,
where n is the number of QoS criteria in an operation. We use
N and M to denote the number of services in W and the
maximum number of operations in a web service. Further-
more,K ¼ maxop2wf op:Ij j þ op:Oj jg is an upper bound on the
number of parameters in an operation in W . Meanwhile,
jV dj is equal to n, so the time complexity is OðNMðK þ
2nÞ þNMðnþ 3ÞÞ ¼ OðNMðK þ 3nþ 3ÞÞ. For a large scale
W , we haveN 
M,N 
 K,N 
 n, andK 
 n. As a result,
the time complexity of CSTE domain translation isOðNMKÞ.

The time complexity of CSTE problem translation is
dominated by the number of numeric variables. The time
complexity is bounded by OðjV dj þ jV gj þ jV wj þ
jrinj þ jroutjÞ. Since the number of numeric variables is
equal to the number of QoS criteria n, the time complexity is
Oð3nþ jrinj þ jroutjÞ. In a composition request, we have
n > jrinj; n > jroutj. Thus, the time complexity of CSTE
problem translation is OðnÞ, which is linear to the number
of QoS criteria.
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5.4 CSTE Planning by the SCP Solver

Given a CSTE planning instance transformed from a Q-WSC

problem, we solve it by a CSTE planner, called the SCP

solver [35], [36], [37]. SCP translates a CSTE problem into an

optimization problem with satisfiability (SAT) constraints

and multiple global constraints, denoted as QoS-MinCost

SAT problem and defined as follows.

Definition 15 (QoS-MinCost SAT Problem). A QoS-

MinCost SAT problem is a tuple �c ¼ ðU;L; �Þ, where U is

a set of Boolean variables, L is a set of clauses, and � is a set

of cost function f�qos; �price; �succ; �avail; �reqg, where each

�i : U ! IN. A solution to �c is a variable assignment  that

minimizes the objective function:

QoSð Þ ¼
X
x2U

�qosðxÞv ðxÞ;

subject to:

v ðpÞ ¼ 1; 8p 2 L;

and multiple global constraints on QoS criteria:

X
x2U

�priceðxÞv ðxÞ � c�ðpriceÞ;
X
x2U

�succðxÞv ðxÞ � log1
2
c�ðsuccÞ;

X
x2U

�availðxÞv ðxÞ � log1
2
c�ðavailÞ;

X
x2U

�reqðxÞv ðxÞ � c�ðrepÞ:

Fig. 5 shows the architecture of the SCP planner. Based

on our previous work [36], we turn a CSTE instance into an

optimization problem with SAT-based constraints, which is

called a MinCost SAT instance as defined above. To solve

the encoded MinCost SAT instance, we develop BB-CDCL,

a Branch-and-Bound algorithm based on the conflict driven

clause learning (CDCL) procedure. The planning algorithm

follows the bounded SAT solving strategy, originally

proposed in SATPlan. It starts from a lower bound of the

makespan (N ¼ 1), encodes the CSTE planning problem as a

MinCost SAT instance, either proves it unsatisfiable and

increase the makespan by 1, or finds an optimal solution to
the MinCost SAT instance.

Given a Q-WSC problem ðW;C; P ; rin; routÞ, after our
CSTE planning formulation and problem solving by the
SCP solver, we can generate a composite dependence graph
which describes the correct invocation and execution order
of CSTE actions, and can be directly mapped to a composite
service graph by a simple mapping from planning actions
to operations.

5.5 Numeric Planning by Metric-Based Planner

For a class of restricted Q-WSC problems, we transform a
Q-WSC problem ðW;C; P ; rin; routÞ into a numeric planning
problem and solve it by a numeric planner.

5.5.1 Finding a Linear Solution Plan

A numeric planning problem is a CSTE planning problem
ðA;F; V ; s0; gÞ, except that, 1) there are no temporal and
average-based global constraints in s0, and 2) every action
a 2 A is a numeric action.

Definition 16 (Numeric Action). A numeric action is a
CSTE action without action duration, which is denoted as a
triple a ¼ ðpre; eff; �Þ. The precondition is preðaÞ ¼
ðpðpreÞ; qðpreÞÞ, where pðpreÞ are precondition facts and
qðpreÞ are QoS numeric constraints. The effect is effðaÞ ¼
ðpðeffÞ; qðeffÞÞ, where pðeffÞ are effect facts and qðeffÞ are
QoS numeric effects.

Given a numeric planning problem ðA;F; V ; s0; gÞ, we
define a numeric planning state S ¼ ðSp; SqÞ in its solution
space, where Sp is a fact state with a set of facts fðyes p1Þ;
ðyes p2Þ; . . .g, and Sq is a numeric state with a set of QoS
values ðV o; V d½1�; V d½2�; . . . ; V d½n�Þ.
Definition 17 (Action Applicability). A numeric action a ¼
ðpre; eff; �Þ is applicable to S (denoted as S � a), if it can
satisfy: 1) pðpreÞ is subsumed in S, pðpreÞ � Sp, and 2) QoS
numeric constraints in qðpreÞ must be satisfied by using the
QoS value V d½i� ð1 � i � nÞ in Sq, where n is the number of
QoS criteria.

When a numeric action a is applicable to a state S, the
resulting planning state is S0 ¼ S � a, where S0p ¼ Sp [
pðeffÞ, and S0q ¼ Sq . qðeffÞ, meaning that the QoS values
ðV o; V d½1�; V d½2�; . . . ; V d½n�Þ in S0q are updated by apply-
ing the corresponding QoS values in Sq to QoS numeric
effects in qðeffÞ.

An action sequence, � ¼ ða1; a2; . . . ; amÞ, is an ordered list
of numeric actions. Applying a � to a numeric planning
state S results in a new planning state S0 ¼ S � � ¼ ðððS �
a1Þ � a2Þ � � � � � amÞ if every step is applicable (otherwise
S � � is undefined).

Definition 18 (Plan Satisfiability). Given a numeric planning
state S ¼ ðSp; SqÞ, an action sequence � ¼ ðai; aj; . . . ; akÞ,
and a set of propositional facts X ¼ fðyes x1Þ; ðyes x2Þ; . . .g,
if S0 ¼ S � � is defined and X � S0p, we denote it as
ðai � aj � � � � � akÞ ffl ðS ! XÞ, where 1 � i; j; k � j�j.

Plan satisfiability describes the applicability of an
ordered sequence of actions to a numeric planning state.
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Definition 19 (Linear Solution Plan). Given a numeric
planning problem ðA; F; V ; s0; gÞ, a linear solution plan is an
action sequence, �� ¼ ðai; aj; . . . ; akÞ, such that ðai � aj �
� � � � akÞ ffl ðs0 ! gÞ is satisfiable.

A linear solution plan, �� ¼ ðai; aj; . . . ; akÞ, is optimal, if
the objective variable V o in S�q has the minimal QoS value,
where S� ¼ ðS�p ; S�q Þ ¼ so � �� is a resulting numeric plan-
ning state after applying every action a 2 �� to the initial
state s0.

Example 5. Reconsider the QoS-aware WSC problem
ðW;C; P ; rin; routÞ, as shown in Example 1. Here, we only
consider global QoS constraints C ¼ ð240; 0:40; 0:35Þ on
execution price, probability of success, and availability.
After translation, we generate a numeric planning
problem ðA;F; V ; s0; gÞ. We then use Metric-FF [38] to
find a linear solution plan, as shown in Fig. 6. The solution
plan satisfies: ða1 � a3 � a4 � � � � � a8Þ ffl ðs0 ! gÞ, where
s0 and g are initial state and goal state.

We use Metric-FF [38] as an automated optimizer to
address the problem, because it is a well-known numeric
planner with the best performance in numeric track of the
International Planning Competition. Note that, unlike SCP,
it is a suboptimal planner that cannot guarantee optimality
of the solution. However, it is very efficient and gives high-
quality solutions in practice.

5.5.2 Constructing a Composite Dependence Graph

Given a linear solution plan, we convert it into a composite
dependence graph, which includes both sequential and
parallel order among numeric actions.

Definition 20 (Action Dependence). Given a numeric
planning problem ðA;F; V ; s0; gÞ, and a linear solution plan
�� ¼ ða1; . . . ; amÞ, a numeric action aj depends on ai
(denoted as ai ‘ aj), if and only if i < j and there exists
at least one precondition fact f 2 pðpreÞ in aj, such that
f 62 s0 and ai is the last action in a1; . . . ; aj
1 that satisfies
f 2 pðeffÞ in ai.

By performing action dependence on a given �� ¼
ða1; . . . ; amÞ, we convert it into a composite dependence
graph G� as follows.

Definition 21 (Composite Dependence Graph). Given a
linear solution plan �� ¼ ða1; . . . ; amÞ, the composite depen-
dence graph is a directed acyclic graph, G� ¼ ðV ;EÞ, such that
V ¼ �� and there is an edge ðai; ajÞ 2 E if aj depends on
aiðai ‘ ajÞ.

Example 6. Reconsider the linear solution plan ��, as shown
in Fig. 6. After performing action dependence on the ��,

Fig. 7 illustrates the generated composite dependence

graph, where each numeric action ai corresponds to an

operation opi in Example 1.

Once a linear solution plan �� with suboptimal QoS

value is found by Metric-FF, we only need to convert this
plan into a composite dependence graph G� once, which

still keeps suboptimal in terms of comprehensive QoS. In
fact, the conversion from �� to G� can be done fast enough

because we only need to make a conversion within a very
small finite number of numeric actions involved in ��. After

the conversion, we directly map the G� to a composite

service graph G by replacing actions with their correspond-
ing operations, as shown in Fig. 3.

6 EXPERIMENTAL EVALUATION

6.1 Experimental Setup and Data Sets

Experiments are conducted on a DELL PC with Intel Dual

Core 3.1 GHZ CPU and 4G RAM. We implemented a

prototype system in Java. We also implemented the IP-

based approach [4] by automatically generating AMPL

model and data from web service repositories, which can be

solved by an IP solver.
We have conducted extensive experiments on 30 web

service repositories with 7,275 number of web services.

Table 4 shows the number of operations in each of these
30 web service repositories. They are from six simulated

predefined composition workflow models with the number
of tasks 9, 16, 18, 7, 14, and 20, respectively. We mark these

six workflow models as A, B, C, D, E, and F. By using our
developed module Q-services generator to generate ran-

domly specified number of operations, every workflow
corresponds to five web service repositories. These reposi-

tories are generated, respectively, by the number of 5, 10, 15,
20, and 25 candidate operations for each task in the

workflow, as well as randomly adding certain number of
operations outside of the workflow.

For the QoS values of each operation in a web service
repository, we use the module Q-services generator to

randomly generate five QoS values on a group of
QoS criteria, including execution price, execution time,

probability of success, availability and reputation. Every
QoS value on a QoS criterion is generated by Q-services

generator with a specified value domain. Specifically, the

range of five QoS values for each operation in the
workflow models A, B, and C is {5-100, 1-50, 0.65-1,

0.65-1, 3.5-5} on the five QoS criteria. On the other hand,
we have the range of five QoS values {5-50, 1-15, 0.65-1,

0.65-1, 3.5-5} for those operations in the workflow models
D, E, and F.
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Fig. 6. The linear solution plan with suboptimal QoS value found by
Metric-FF. Each numeric action ai corresponds to an operation opi from
the Q-WSC problem in Example 1.

Fig. 7. The composite dependence graph for the linear solution plan
shown in Fig. 6.



6.2 QoS Value of a Composite Service Graph

6.2.1 The Results of Comprehensive QoS

The 30 web service repositories are classified into two groups
to evaluate the QoS value of a composite service generated
by our approach and the IP-based approach [4]. The first
group of 15 web service repositories is from the workflow
models A, B, and C. They are used to test our proposed
approach using Metric-FF (called Metric-FF) and the IP-
based approach (called IP-Linear), where each composition
request in a service repository has three global QoS
constraints without temporal and average-based features.
The second group of 15 web service repositories from the
workflows D, E, and F are applied to our approach using SCP
solver (called SCP Solver) and the IP-based approach (called
IP-SAT) with five global QoS constraints in each request.

Table 5 shows global QoS constraints of the 30 composi-
tion requests for these 30 web service repositories. On the
one hand, we take the 15 composition requests on the first
group of 15 web service repositories from workflow models
A, B, and C. Each of these composition requests corre-
sponds to a web service repository and has three global QoS
constraints in the order of execution price, probability of
success, and availability. On the other hand, we take
another 15 composition requests on the second group of

15 web service repositories from the workflow models D, E,
and F. Each of them has five global QoS constraints in the
order of execution price, execution time, probability of
success, availability, and reputation. We set QoS prefer-
ences P ¼ ð0:2; 0:2; 0:2; 0:2; 0:2Þ on the five QoS criteria.
After Q-WSC planning formulation, each Q-WSC problem
is translated to a CSTE or numeric planning problem that is
fed to Metric-FF or SCP solver to find a composite service
graph. Also, we transform the Q-WSC problem to an IP
problem with an AMPL model and AMPL data. Then, we
use an IP solver CPLEX to find a composite service graph.
Table 6 summarizes the comprehensive QoS of each
composite service generated by Metric-FF, SCP solver, and
the IP-based approach.

6.2.2 Comparison and Analysis

Based on the above experimental results on comprehensive
QoS, we compare our approach against the IP-based
approach and analyze the results.

1. Our proposed approach using planning does not
depend on a predefined workflow model for QoS-
aware service composition problem. However, the
IP-based approach requires a predefined workflow
and selects a sequence of services for the tasks
defined in that workflow. Although these approaches
under predefined workflows can efficiently find a
composite service graph, they cannot ensure global
satisfiability and optimality for a Q-WSC problem.

2. Our approach using Metric-FF planner can gener-
ate a linear solution plan with a globally sub-
optimal QoS value. Experimental results show that
the comprehensive QoS of a composite service
found by our approach using Metric-FF outper-
forms that generated by the IP-based approach on
all the test cases.

3. To deal with global QoS constraints with temporal
and average-based features, we use our SCP solver
to handle planning problems with temporal expres-
siveness and numeric reasoning. As shown in the
experimental results, the QoS value of a composite
dependence graph found by our approach using
SCP solver is always better than that of a composite
service found by the IP-based approach.
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TABLE 4
The 30 Web Service Repositories for Testing

Metric-FF, SCP Solver and the IP-Based Approach

The number of candidate operations for a task in a workflow are 5, 10,
15, 20, and 25. “WO” is the number of operations covered by tasks in a
workflow. “TO” is the number of operations in a service repository.

TABLE 5
Global QoS Constraints within a Composition Request for Each Repository

In the first group of 15 composition requests for the workflows A, B, and C, each composition request has three global QoS constraints in the order of
execution price, probability of success, and availability. In the second group of 15 composition requests for the workflows D, E, and F, it has five
global QoS constraints in each request in the order of execution price, execution time, probability of success, availability, and reputation.



6.3 Time of Generating a Composite Service

We compare the computational time of our approach using
Metric-FF and SCP to the IP-based approach. The experi-
ments are tested on 30 composition requests, as shown in
Table 5. Our approach using Metric-FF and SCP finds a
linear solution plan and a composite dependence graph for
a composition request, respectively. The IP-based approach
using an IP solver finds a composite service graph for a

composition request. Figs. 8 and 9 show computational time
of each request.

From Figs. 8 and 9, we can see that, for the IP-based
approach, its computing time of each composition request
is in no more than 0.421 seconds. Our approach using
Metric-FF can find a Q-WSC solution within 0.81 seconds
for any composition request. For more complex problems
with temporal numeric planning, our approach using SCP
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TABLE 6
Experimental Results on the Comprehensive QoS Value (the Lower the

Better) Found by Metric-FF, SCP Solver and the IP-Based Approach

Column “Constraint” represents global QoS constraints specified in a composition request, as shown in Table 5. For a composition request on each
web service repository, it corresponds to a set of global QoS constraints Cm

p , where p is the workflow model and m is the number of candidate
operations for each task in the model. For example, C5

A represents the global QoS constraints {209,0.228,0.274} in Table 5. Column “FF” represents
Metric-FF. Column “SCP” represents SCP solver.

Fig. 8. Experimental results on the computational time of Q-WSC of our approach using Metric-FF planner and the IP-based method IP-Linear. There
are 15 composition requests tested on 15 web service repositories.

Fig. 9. Experimental results on the computational time of Q-WSC of our approach using SCP solver and the IP-based method IP-SAT. There are
15 composition requests tested on 15 web service repositories.



finds the optimal solution in no more than 3.55 seconds for
all of the 30 composition requests.

Our approach is slower than the IP-based approach. The
reason is that the IP-based approach only optimizes the QoS
value under a given predefined workflow model (and hence
suboptimal), while our approach using the SCP solver finds
the optimal Q-WSC solution under all possible workflows, a
service composition task with a much larger search space.

When the problem size is within the range specified by
our experiments, the developed SCP planner can be
integrated by corporations to help workflow creators build
their operational business processes in real applications,
such as airline ticket ordering, electronic commerce, and
enterprise business workflow management.

From the above experimental results on computational
time, we conclude that our approaches with Metric-FF and
SCP, although slower than the IP-based approach, are still
fast enough for practical use. Since our approach delivers
solutions with the optimal QoS, it should be preferred by
users who concern about QoS values such as execution
price and time.

7 CONCLUSIONS

This paper presents an AI planning-based method for Q-
WSC. The method first compiles a Q-WSC problem into a
CSTE planning problem. Then, the method applies our
recently developed SCP planner to handle the CSTE
planning problem using temporal planning and numerical
optimization and find a composite service graph with the
optimal QoS. For a restricted class of Q-WSC problems, we
transform them into a numeric planning problem, which
can be solved by a metric-based planner Metric-FF. Our
approach significantly extends the capability of prior work
by ensuring global satisfiability and optimality without
assuming a predefined workflow. The experimental results
demonstrate that our proposed approach is fast enough for
practical deployment, thanks to the highly efficient auto-
mated planners.
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